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# Introduction

This document shows how to use the basic features of the SheafSystem; it is intended as an introduction for beginners. The C++ examples in the document are available as source code in the examples subdirectory of the SheafSystemProgrammersGuide module and the reader is encouraged to build and execute the examples along with reading the text. The examples are numbered and the source for example N is in exampleN.cc. There are a few compilation and execution examples in the text, these are given in Linux using the csh shell, Gnu C++, and Gnu make.

# What you'll need

To take full advantage of this document, you'll need a few things in addition to the document itself, namely:

* an installed copy of the SheafSystemProgrammersGuide module, which includes the examples,
* a C++ compiler,
* a web browser, and
* an installed copy of the SheafSystem.

# The SheafSystem installation

The SheafSystem installer installs all the files of the SheafSystem in a directory tree. We will have to refer to the root of this directory tree repeatedly, so to simplify the notation, we'll let <sheaf\_dir> refer to the full path to the root directory of the installation, for instance:

<sheaf\_dir> = /usr/local/SheafSystem

Wherever you see <sheaf\_dir> in this document, mentally replace it with the full path to your SheafSystem installation.

The installation includes 4 configurations of the libraries: Debug-contracts, Debug-no-contracts, Release-contracts, and Release-no-contracts. The "Debug" configurations are unoptimized and contain symbol information for use by interactive debuggers such as gdb. The "Release" configurations are optimized and contain no debugging information. We'll describe "Contracts" below. Generally speaking, the Release configurations are higher performance that the Debug configurations and the no-contracts configurations are much faster than the contract configurations.

The examples will compile and execute with any configuration, but we will always use the Debug-contracts configuration in the text below.

# Getting started

## PartSpace metaphor

The PartSpace document describes the fundamental concepts of the SheafSystem in non-mathematical terms using the common notion of basic and composite parts, tables, and table schema. This document assumes the reader is familiar with the PartSpace metaphor.

## Sheaf tables

As described in the PartSpace document, a SheafSystem database is a collection of tables. Each table is equipped with a covering relation graph describing the lattice order of its rows and another graph describing the lattice order of its columns. Each such object table has an associated table called its schema table and the row graph of the schema table defines the column graph of the object table. A member of the row lattice is represented by a node in the row graph. A member also has a corresponding row in the table if and only if it is a basic part, a join irreducible member (JIM) in the row lattice.

There are 3 special tables. the primitive schema table, the primitives table, and the namespace table. The primitives schema table terminates the schema recursion, it is its own schema table. The primitives table describes each primitive type supported by the system.

## Namespaces

A namespace table is a special table in each database that serves as a container and table of contents for all the other tables. The SheafSystem includes 3 predefined namespace types: the sheaves\_namespace, the fiber\_bundles\_namespace, and the geometry\_namespace. Each of these predefines the sheaf schema for the C++ types defined in the sheaf, fiber\_bundle, and geometry components, respectively. (The fields component doesn't have its own schema).

Creating an instance of a namespace is typically the first thing a client must do to use the SheafSystem, so we start with an example of how to do that using the most basic namespace, sheaves\_namespace. This example will also cover the basic mechanics of compiling and linking with the SheafSystem.

### Example : Hello, Sheaf

#include "sheaves\_namespace.h"

#include "std\_iostream.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

// Create a standard sheaves namespace.

sheaves\_namespace lns("Hello-sheaf");

// Write its name to cout.

cout << lns.name();

return 0;

}

This code is in the SheafSystemProgrammersGuide module in examples/sheaf/example1.cc along with a Makefile:

#

# Full path to your C++ compiler, for instance /usr/bin/g++

#

CXX = /usr/bin/g++

#

# Full path the SheafSystem installation include and library directories

#

SHEAF\_INC\_DIR =<sheaf\_dir>/include

SHEAF\_LIB\_DIR = <sheaf\_dir>/Debug-contracts/lib

example1: example1.cc

$(CXX) -o example1 -I$(SHEAF\_INC\_DIR) -L$(SHEAF\_LIB\_DIR) example1.cc -lsheaves

To compile and link the example, you first have to configure the Makefile to your installation by setting the 3 variables CXX, SHEAF\_INC\_DIR, and SHEAF\_LIB\_DIR to the actual values for your installation. Then we can compile and link by:

>make example1

This command will compile example1.cc and link it with the shared library libsheaves.so to create an executable example1 in the current directory. We have to tell the dynamic loader where to find the shared library by setting the environment variable LD\_LIBRARY\_PATH to contain the path to the SheafSystem library directory, that is, the same value we set SHEAF\_LIB\_DIR to in the Makefile, for instance:

>setenv LD\_LIBRARY\_PATH <sheaf\_dir>/Debug-contracts/lib

Now we can execute the example:

>./example1

Hello-sheaf

That's the basic mechanics of creating an application with the SheafSystem. We've created a sheaves\_namespace in this example, but before we can do much with it, we need to learn a few programming patterns that the SheafSystem uses repeatedly.

# Programming patterns

There are a few design features shared by all the classes in the SheafSystem. In this section we will give a quick introduction to the most ubiquitous of these patterns. We'll introduce some more patterns later, as we need them, and also go into some of these initial patterns in more detail.

## Design by contract

The sheaf system is implemented using the "design by contract" programming paradigm. We'll cover the essentials of the method and how they are used in the SheafSystem. For a more detailed introduction, see the excellent book Design By Contract, by Example by Richard Mitchell and Jim McKim.

When using design by contract, each class is equipped with an invariant, a set of assertions that must be true at any time control returns the client. (The invariant is not defined when control is within a member function of the class.) Every member function is equipped with preconditions and postconditions. The preconditions are assertions that must be true when control enters the member function; the postconditions must be true when control leaves the member function. The "contract" in "design by contract" is between the client and the member function: if the client guarantees the preconditions are true, the member function ensures the invariant and the postconditions are true.

The invariant, precondition, and postcondition assertions are specified using "invariance", "require", and "ensure" macros, respectively, in the source code. If contracts are enabled when the library is compiled, these clauses will be evaluated as part of the execution of the member functions. If the conditions specified in the clauses are not true, execution throws an exception with an error message, which usually terminates the program.

The contracts are extremely useful for detecting improper use of the classes and member functions and are thus an important debugging tool. Once client code is correct, the contracts can be disabled to improve efficiency.

The SheafSystem Debug-contracts and release-contracts configurations are compiled with contracts enabled. The Debug-no-contracts and Release-no-contracts are compiled with contracts disabled.

The contracts are also published as an essential part of the reference documentation and are critical to using the sheaf system correctly. Let's look at the reference documentation for the sheaves\_namespace constructor we used in example1. The reference documentation is generated in html, so you can open it with your browser. The main page is <sheaf\_dir>/documentation/C++/index.html. If you browse to the documentation for class sheaves\_namespace and click on the constructor sheaves\_namespace(const string& xname), you'll find:

sheaf::sheaves\_namespace::sheaves\_namespace ( const string & *xname* )

Creates a sheaves namespace with name xname.

Precondition

* poset\_path::is\_valid\_name(xname)

Postcondition

* [invariant()](http://192.168.4.199/comp-tutorial-dev-4/d4/d91/classsheaf_1_1namespace__poset.html#a952742bdad45c56c22fd9509a00e9c07)
* [name()](http://192.168.4.199/comp-tutorial-dev-4/d0/d99/classsheaf_1_1poset__state__handle.html#aec09bcd260a52a459c8a35ae5bc1bef5) == xname
* !in\_jim\_edit\_mode()
* [host()](http://192.168.4.199/comp-tutorial-dev-4/d0/d99/classsheaf_1_1poset__state__handle.html#adc8f6d6d2b952a6842a1d09de75bff9a) == 0
* !index().[is\_valid()](http://192.168.4.199/comp-tutorial-dev-4/df/d4b/namespacesheaf.html#a3dd8f96a360e1b63c6caa744e5ccf7b3)
* [index()](http://192.168.4.199/comp-tutorial-dev-4/d0/d99/classsheaf_1_1poset__state__handle.html#a9a283b1819bc8e75b212bff26fc645b0).same\_scope(member\_hub\_id\_space(false))
* [has\_standard\_subposet\_ct()](http://192.168.4.199/comp-tutorial-dev-4/d0/d99/classsheaf_1_1poset__state__handle.html#af5786ce90013ec6e72dbacd9b67e1c13)
* [current\_namespace()](http://192.168.4.199/comp-tutorial-dev-4/d4/d91/classsheaf_1_1namespace__poset.html#ae8ca3a11bc745cf0b275a70ab71b2d70) == this
* [state\_is\_not\_read\_accessible()](http://192.168.4.199/comp-tutorial-dev-4/d1/d3c/classsheaf_1_1read__write__monitor__handle.html#adc32a6090b2df1e5673444d5170539f3)

So what does this tell us? The precondition:

* poset\_path::is\_valid\_name(xname)

tells us exactly what conditions the argument xname has to satisfy if we want this call to the constructor to work correctly, namely is\_valid\_name(xname) has to be true. Well, what does that take? If we look up poset\_path∷is\_valid\_name we find:

static bool sheaf::poset\_path::is\_valid\_name( const string &  xname )

True if xname is not empty and contains only name legal characters.

Postcondition

* result == (!xname.[empty()](http://192.168.4.199/comp-tutorial-dev-4/d0/d38/classsheaf_1_1poset__path.html#a05ee8f14bcc22701b551059341f16749) && (xname.find\_first\_not\_of([name\_legal\_characters()](http://192.168.4.199/comp-tutorial-dev-4/d0/d38/classsheaf_1_1poset__path.html#a34019af3a5bee6f34d3ec2c2657a8671)) == string::npos))

So xname can't be empty and can't contain any characters not in name\_legal\_characters(). If we click on name\_legal\_characters we find:

static const string & sheaf::poset\_path::name\_legal\_characters( )

The characters a name is allowed to contain.

Postcondition

* result == "ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz0123456789\_ -,.=+()\*:?"

So xname has to be non-empty and contain only the above characters.

If xname satisfies these conditions, which it does in example1, then the postcondition gives a great deal of information about what state the sheaves\_namespace object is in after construction.

The first postcondition is:

* [invariant()](http://192.168.4.199/comp-tutorial-dev-4/d4/d91/classsheaf_1_1namespace__poset.html#a952742bdad45c56c22fd9509a00e9c07)

that is, the invariant has to be satisfied. As we said above, this is an implicit postcondition of every member function, even if we don't explicitly provide it as part of the contract. So what does this mean for sheaves\_namespace? Well, click on invariant() to find:

virtual bool sheaf::namespace\_poset::invariant ( ) const

Class invariant.

Invariant

* poset\_state\_handle::invariant()
* host() == 0
* !index().is\_valid()
* !is\_external()
* is\_attached() ? primitives().is\_attached() : true
* is\_attached() ? (primitives().index() == PRIMITIVES\_INDEX) : true
* state\_is\_read\_accessible() ? primitives().state\_is\_read\_accessible() : true
* is\_attached() ? primitives\_schema().is\_attached() : true
* is\_attached() ? (primitives\_schema().index() == PRIMITIVES\_SCHEMA\_INDEX) : true
* state\_is\_read\_accessible() ? primitives\_schema().state\_is\_read\_accessible() : true

Sheaves\_namespace inherits namespace\_poset and doesn't override the invariant, which is a virtual function, so the invariant of sheaves\_namespace is the invariant of namespace\_poset. The invariant in a derived class must be at least as strong as the invariant in the base space, so the invariant of namespace\_poset calls the invariant of its base class, poset\_state\_handle. Beyond whatever poset\_state\_handle∷invariant() ensures, the namespace\_poset invariant ensures several properties of the data members, primitives() and primitives\_schema() in particular.

As this invariant shows, the conditional expression

* x ? y : true

appears frequently in the contracts, so it is worth describing in more detail. As an assertion, this expression can be read "x implies y", that is, x can be either true or false, but if is true, then y must be true as well. If x is false, there is no condition on y.

The reader is encouraged to examine the poset\_state\_handle invariant to learn what additional invariances sheaves\_namespace has inherited, but we'll move on to the rest of the postcondition of the constructor. The next postcondition is one you'd expect:

* [name()](http://192.168.4.199/comp-tutorial-dev-4/d0/d99/classsheaf_1_1poset__state__handle.html#aec09bcd260a52a459c8a35ae5bc1bef5) == xname

that is, the name of the namespace is the name we gave it.

The remainder of the postconditions ensure various arcane properties of the namespace that we're not very interested in right now. But when your tackling a tough debugging problem, any of these may be just the piece of information you need!

The power of the design by contract method comes from the great amount of detailed information contained in the assertions and two further properties. First, if contracts are turned on, that is if you are using either the Debug-contracts or Release-contracts configuration of the library, the pre- and post-conditions of a function are executed whenever the function is called. Second the contracts exhibited in the documentation are extracted directly from the source code. The combination of the two allows you to reason about the behavior of the code with great confidence while designing, programming, and especially while debugging.

So what happens if the contract for a member function is not satisfied? Let's find out by trying to create a sheaves\_namespace without a name.

### Example : contract for sheaves\_namespace constructor.

#include "sheaves\_namespace.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide Example2:" << endl;

// Attempt to create a standard sheaves namespace

// with an empty name. This violates the preconditions

// of the constructor and will throw an exception and abort.

sheaves\_namespace lns("");

// Done.

return 0;

}

If we compile and run this, assuming we still have LD\_LIBRARY\_PATH set from running example1, we get:

>make example2

>./example2

terminate called after throwing an instance of 'std::logic\_error'

what(): 'poset\_path::is\_valid\_name(xname)' in file namespace\_poset.cc at line 1941

Abort

The error message tells you exactly what assertion failed. If you're debugging, you can walk back up the stack from where the exception was actually thrown to the assertion that failed and inspect local variables, for instance xname, to determine what went wrong.

## Concurrency control

One of the attractive features of the sheaf data model is that its mathematical formalism provides a natural language for describing concurrency and parallelism. The sheaf system libraries were designed for concurrent programming using an access control mechanism based on the monitor design pattern. Currently, this mechanism is only partially implemented and the SheafSystem libraries are delivered with the access control mechanism disabled. Programmers nevertheless must be aware of certain aspects of the access control mechanism, which we describe in this section. More complete examples are included in .

Access to every table is controlled. A client thread can have no access, read access, or read-write access. At any given time, either no client has access, exactly one client has read-write access, or one or more clients have read access. Before reading or writing a table or any of its members, a client must request read access or read-write access, respectively. After accessing the table, the client must release access. If a client requests read access and another client already has write access, or vice versa, the request blocks until the other client releases the conflicting access.

The concurrency control mechanism is "enforced" through precondition clauses in the table member functions. In order to make concurrency control apparent to the client and avoid dead lock, the library routines do not themselves request or release access without the client knowing it. Instead, they "publish" their access requirements as preconditions and let the client control the access.

For instance, in example 1 we invoked sheaves\_namespace∷name(). Consulting the reference documentation, we find for the name() member function:

virtual string sheaf::namespace\_poset::name() const

The name of this namespace.

Precondition

* state\_is\_read\_accessible()

So, if the access control mechanism is enabled, the client must request read access, invoke the name function, and release access:

lns.get\_read\_access();

cout << lns.name() << endl;

lns.release\_access();

Getting and releasing access can be a tedious programming chore. Furthermore, it is syntactically impossible in some cases, for instance within a pre- or post-condition clause. So many member functions offer an "auto-access" option. These routines will automatically get and release the access they need, if the client allows it by setting an auto-access argument to true. If invoked with the auto-access argument false, the client must get the required access before making the call. These routines also publish their access requirements as preconditions. For instance, the auto-access version of the name function is:

virtual string sheaf::namespace\_poset::name( bool  xauto\_access ) const

The name of this namespace.

Precondition

* state\_is\_auto\_read\_accessible(xauto\_access)

Using this version of the name function, the client need only invoke the function with argument "true":

cout << lns->name(true) << endl;

The function will request read access, get the name, release access, and return the name.

When the access control mechanism is disabled, the client always has read-write access and neither requesting nor releasing access is necessary. Functions with an auto-access argument can be called with either true or false, either will work. However, the access control mechanism doesn't quite disappear from the programmer's view. The auto-access signatures are still present and the access requirements still appear as preconditions in the contracts.

## Handles and states

The Sheaf System is object-oriented, so the client interacts with the library by manipulating the various objects presented by the library interface. Lattice members are a prime example. Many of the objects exported by the interface are not however stored as explict objects internally. Both memory and performance efficiency often require that such objects be implicit - stored as disjoint data items in bulk arrays. The problem of how to present an externally explicit object interface to an internally implict object is a common software design problem and several similar design patterns - flyweight, proxy, surrogate, etc, have been developed to address this problem. In the Sheaf System, we call such a surrogate object a handle and the internal data it accesses is called its state.

For the most part, the distinction between handles and states is an implementation detail that the client needs to be only vaguely aware of. The client uses the handle object as if it were stored internally without worrying about the internal details. But there is one aspect the client has to be aware of: the client has to somehow get a handle to the desired object and when finished with it the client may have to explicitly release it.

There are two basic patterns. In the first pattern, some object has a data member which is a handle and it provides an accessor to this data member. For instance, sheaves\_namespace, like every lattice, has a top member. This member is represented by a data member which is a handle and sheaves\_namespace exports an accessor:

sheaves\_namespace lns;

namespace\_poset\_member& ltop = lns.top()

The namespace object allocated and owns the handle. The client need not and should not worry about releasing or otherwise deallocating the handle.

The second pattern addresses the more general case in which the number of handles the client needs and what states they should be attached to is not known at compile time. In order to support efficient allocation and deallocation of handles, the system maintains pools of handles which the client can "borrow", use, and return. For instance, we'll see in the next section that index spaces are accessed via handles and the client can get a handle from the appropriate index space family:

index\_space\_handle& lids =

lns.member\_id\_spaces(true).get\_handle("member\_poset\_id\_space");

When accessed in this way, the handle must be released when the client is finished with it:

lns.member\_id\_spaces(true).release\_handle(lids, true);

How does a client know whether to release a handle or not? Simple, if you got the handle by calling get\_<whatever>, you need to release it by calling release\_<whatever>. Release if and only if get!
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Figure : Hub and spoke architecture of an index space family.

# Index spaces and scoped indices, part 1

The members of the row lattice of a table (and hence the members in the column lattice as well) are identified by integer ids. Subsets of the members are very important in the SheafSystem and it is frequently useful to generate a special purpose index scheme for a given subset. Such an index scheme is referred to as an "index space", or "id space" for short. The SheafSystem provides extensive support for defining and using id spaces.

## Index spaces and iterators.

More specifically, an index space is a set of integer ids. The system supports the creation and use of a family of index spaces. The fundamental id space of the family is the member id space - the ids automatically generated for the nodes in the row graph. This index space is called the hub id space because the index space family has a hub and spoke architecture as shown in . As you can see from the diagram, there are several different kinds of id space and even two hub id spaces, the "unglued" and "glued" versions. We'll describe this structure and how to create and modify id spaces later. For the moment, hub id space means unglued hub id space and you should just think of each id space on the rim as a way of indexing some subset of the hub id space, with each spoke representing a map. We'll focus on the basics of how to use id spaces.

As one might expect, the principal use for a member id is to access the features of the member the id refers to. The principal use of a member id space is to iterate over all the members in the subset defined by the id space. Let's look at an example.

## Example : Iterates over the member hub id space.

#include "hub\_index\_space\_handle.h"

#include "index\_space\_iterator.h"

#include "sheaves\_namespace.h"

#include "std\_iostream.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide Example3:" << endl;

// Create a standard sheaves namespace.

sheaves\_namespace lns("Example3");

// Get a handle for the member hub id space.

const index\_space\_handle& lmbr\_ids = lns.member\_hub\_id\_space(true);

// Find out how many ids are in the id space.

cout << lmbr\_ids.name();

cout << " has " << lmbr\_ids.ct() << " ids.";

cout << endl;

// Id spaces are defined as half open intervals, like STL iterators.

// If the space is "gathered", begin() == 0 and end() = ct().

// If the space is not gathered, it's "scattered".

cout << "begining at " << lmbr\_ids.begin();

cout << " and ending at " << lmbr\_ids.end();

cout << " " << (lmbr\_ids.is\_gathered() ? "gathered" : "scattered");

cout << endl;

// The main thing one does with id spaces is iterate over them.

// Get an iterator from the iterator pool.

index\_space\_iterator& lmbr\_itr = lmbr\_ids.get\_iterator();

cout << endl << "Iterate:" << endl;

while(!lmbr\_itr.is\_done())

{

// The current member of the iteration is "pod()".

// "POD" is an ISO C++ acronym for "plain old data".

// A pod is an ordinary integer id, in contrast with

// a "scoped\_index" id, to be discussed shortly.

index\_space\_iterator::pod\_type lpod = lmbr\_itr.pod();

// Use the id to get the member name.

// Member name requires a hub id, but since we're using

// the hub id space, pod and hub pod are the same thing.

cout << "id: " << lpod;

cout << " hub id: " << lmbr\_itr.hub\_pod();

cout << " name: " << lns.member\_name(lpod, true);

cout << (lns.is\_jim(lpod) ? " is a jim." : " is a jrm.");

cout << endl;

// Move on.

lmbr\_itr.next();

}

// You can reuse an iterator by resetting it.

lmbr\_itr.reset();

cout << endl << "Reiterate:" << endl;

while(!lmbr\_itr.is\_done())

{

index\_space\_iterator::pod\_type lpod = lmbr\_itr.pod();

cout << "id: " << lpod;

cout << " hub id: " << lmbr\_itr.hub\_pod();

cout << " name: " << lns.member\_name(lpod, true);

cout << (lns.is\_jim(lpod) ? " is a jim." : " is a jrm.");

cout << endl;

// Move on.

lmbr\_itr.next();

}

// If you got an id space or iterator from the pool with get\_

// you have to return it to the pool with release\_.

lmbr\_ids.release\_iterator(lmbr\_itr);

// The id space itself is a data member of the id space family,

// we didn't get it from the pool with get\_, so we don't have to

// release it.

// Exit:

return 0;

}

If we execute example3 we get:

>./example3

SheafSystemProgrammersGuide Example3:

\_\_hub has 6 ids.

begining at 0 and ending at 6 gathered

Iterate:

id: 0 hub id: 0 name: bottom is a jrm.

id: 1 hub id: 1 name: top is a jrm.

id: 2 hub id: 2 name: primitives\_schema is a jim.

id: 3 hub id: 3 name: namespace\_poset\_schema is a jim.

id: 4 hub id: 4 name: primitives is a jim.

id: 5 hub id: 5 name: schema definitions is a jrm.

Reiterate:

id: 0 hub id: 0 name: bottom is a jrm.

id: 1 hub id: 1 name: top is a jrm.

id: 2 hub id: 2 name: primitives\_schema is a jim.

id: 3 hub id: 3 name: namespace\_poset\_schema is a jim.

id: 4 hub id: 4 name: primitives is a jim.

id: 5 hub id: 5 name: schema definitions is a jrm.

## Id maps and scoped ids.

As we said above, id spaces are used for indexing subsets. For instance, in a namespace, the member poset id space indexes just the jims, which represent the member posets - the other posets contained in the namespace. There may be several or even many id spaces available in a practical setting. Various member functions may require an index to be in a particular id space, most commonly in the hub id space. The id maps associated with the spokes in the id space family provide the mechanism for translating between id spaces.

Every id space has a map to the (unglued) hub id space. The index\_space\_handle class provides member functions for mapping ids between the id space and the hub id space:

pod\_type hub\_pod (pod\_type xid) const

The pod index in the unglued hub id space equivalent to xid in this id space; synonym for unglued\_hub\_pod(pod\_type).

and

pod\_type pod (pod\_type xid) const

The pod index in this space equivalent to xid in the hub id space.

Using these functions we can map between id spaces. For instance, if id1 is an id in id\_space1 and id\_space2 is a different id space, then

pod\_type id2\_eqv\_1 = id\_space2.pod(id\_space1.hub\_pod(id1));

is the id in id\_space2 that identifies the same member identified by id1 in id\_space1, if such an equivalent member exists. The postcondition for the pod(pod\_type) function is:

* !is\_valid(result) || contains(result)

So if id\_space2 does not have an equivalent member, id2\_eqv\_1 is assigned an invalid value. The value

sheaf::pod\_index\_type sheaf::invalid\_pod\_index()

The invalid pod index value.

is reserved as a "null" value for index types. It is currently set to numeric\_limits<pod\_index\_type>::max(), but that may change and I only mention that so you will recognize it if you see it in a print out or in the debugger. It should be used as an opaque value. A pod type can be tested for validity using:

bool sheaf::is\_valid(sheaf::pod\_index\_type xpod\_index)

True if an only if xpod\_index is valid.

Using the pod and hub\_pod functions, the programmer can map ids between id spaces. But it can be tedious. Worse, it may be difficult or impossible for a programmer to track just what id space a given index is in. The scoped\_index class provides a convenient mechanism for both managing the connection between an id and the space it belongs to and for automatically mapping between id spaces. We call the id space an id belongs to the scope of the id. A scoped\_index is a a pair (id, scope). Most member functions that require an id as input are available in two signatures; one signature that takes a pod id and one that takes a scoped id. One can use a scoped id, once it has been initialized, without worrying what scope it is in; any function that accepts a scoped id will translate it to the scope it requires. We'll see more complex examples of mapping between id spaces later, for now let's redo example3 using the member poset id space, the hub id space, id maps and scoped ids.

## Example : Iterates over the member poset id space.

#include "index\_space\_handle.h"

#include "index\_space\_iterator.h"

#include "sheaves\_namespace.h"

#include "std\_iostream.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide Example4:" << endl;

sheaves\_namespace lns("Example4");

// Get a handle for the member poset id space;

// has one member for each poset in the namespace.

const index\_space\_handle& lmbr\_ids =

lns.get\_member\_poset\_id\_space(true);

// Print out the same info we did for the hub id space.

cout << lmbr\_ids.name();

cout << " has " << lmbr\_ids.ct() << " ids.";

cout << endl;

cout << "begining at " << lmbr\_ids.begin();

cout << " and ending at " << lmbr\_ids.end();

cout << " " << (lmbr\_ids.is\_gathered() ? "gathered" : "scattered");

cout << endl;

index\_space\_iterator& lmbr\_itr = lmbr\_ids.get\_iterator();

cout << endl << "Iterate:" << endl;

while(!lmbr\_itr.is\_done())

{

index\_space\_iterator::pod\_type lpod = lmbr\_itr.pod();

// Use the id to get the member name.

// Member name requires a hub id which we can get in two ways.

// The id space will use the map from the id space to the hub

// to translate any id in the id space to its equivalent in the

// hub:

index\_space\_iterator::pod\_type lhub\_pod = lmbr\_ids.hub\_pod(lpod);

// The iterator can provide the hub id equivalent for the current

// id, and it can be faster because for some id space types it can

// avoid the map lookup.

lhub\_pod = lmbr\_itr.hub\_pod();

cout << "id: " << lpod;

cout << " hub id: " << lhub\_pod;

cout << " name: " << lns.member\_name(lhub\_pod, true);

cout << (lns.is\_jim(lhub\_pod) ? " is a jim." : " is a jrm.");

cout << endl;

// Move on.

lmbr\_itr.next();

}

// Most member functions are available with two signatures, one

// that takes a pod\_index\_type and one that takes a scoped\_index.

// If you don't want to think about what the scope for an argument

// should be, you can use the scoped\_index signature.

// Create a scoped id with scope = member poset id space.

scoped\_index lscoped\_id(lmbr\_ids);

// The value sheaf::invalid\_pod\_index() is reserved as a

// "null" value for index types. It is currently set to

// numeric\_limits<pod\_index\_type>::max(), but don't count on it.

cout << endl << "sheaf::invalid\_pod\_index()= ";

cout << sheaf::invalid\_pod\_index() << endl;

// When a scoped id is created without a specific pod value,

// it is invalid by default.

cout << "lscoped\_id= " << lscoped\_id;

cout << " is\_valid() ";

cout << boolalpha << lscoped\_id.is\_valid() << noboolalpha;

cout << endl;

// Reset the iterator and re-iterate using

// the scoped\_index signature for member\_name.

lmbr\_itr.reset();

cout << endl << "Reiterate:" << endl;

while(!lmbr\_itr.is\_done())

{

// Set the scoped id for the current member of the iteration.

lscoped\_id.put\_pod(lmbr\_itr.pod());

// Assigment is overloaded, so you can also say:

lscoped\_id = lmbr\_itr.pod();

// Use the scoped\_index signature to get the member name.

cout << "scoped\_id: " << lscoped\_id;

cout << " name: " << lns.member\_name(lscoped\_id, true);

cout << (lns.is\_jim(lscoped\_id) ? " is a jim." : " is a jrm.");

cout << endl;

// Move on.

lmbr\_itr.next();

}

lmbr\_ids.release\_iterator(lmbr\_itr);

// Exit:

return 0;

}

When we run example4 we get:

>./example4

SheafSystemProgrammersGuide Example4:

member\_poset\_id\_space has 3 ids.

begining at 0 and ending at 3 gathered

Iterate:

id: 0 hub id: 2 name: primitives\_schema is a jim.

id: 1 hub id: 3 name: namespace\_poset\_schema is a jim.

id: 2 hub id: 4 name: primitives is a jim.

sheaf::invalid\_pod\_index()= 2147483647

lscoped\_id= (2, 2147483647) is\_valid() false

Reiterate:

scoped\_id: (2, 0) name: primitives\_schema is a jim.

scoped\_id: (2, 1) name: namespace\_poset\_schema is a jim.

scoped\_id: (2, 2) name: primitives is a jim.

Note the value of the invalid id in the above output; we'll see it again shortly.

# Storage\_agent

We've talked about the notion of a SheafSystem database, so there must be some way to make a namespace persistent and indeed there is. Persistent storage is managed by the storage\_agent class. A storage\_agent makes it particularly easy to save an entire namespace to disk, as we show in the next example.

## Example : Write a namespace to a file

#include "sheaves\_namespace.h"

#include "std\_iostream.h"

#include "storage\_agent.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide Example5:" << endl;

// Create a namespace.

sheaves\_namespace lns("Example5");

// Write the namespace to a file.

storage\_agent lsa("example5.hdf");

lsa.write\_entire(lns);

// Exit:

return 0;

}

If we build and run example5, it writes the file named in the storage\_agent constructior, "example5.hdf".

>./example5

>ls \*.hdf

example5.hdf

We'll see shortly how we can view the contents of this file.

# Viewing Namespaces

Once we have a namespace, we'd like to know what it contains. We've already seen how to iterate over the members of the namespace and display their names. Now we'll look at 3 ways that are easier and provide a lot more information.

## Stream insertion operator

The base class for namespaces, namespace\_poset, has a stream instertion operator for writing the contents of the namespace to a stream. The insertion operator is most commonly used for dumping a namesapce to cout for debugging purposes.

### Example : Write namespace to cout

#include "sheaves\_namespace.h"

#include "std\_iostream.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide Example6:" << endl;

// Create a namespace.

sheaves\_namespace lns("Example6");

// Write the namespace to cout.

cout << lns << endl;

// Exit:

return 0;

}

When we execute example6, it creates quite a lost of output, even for sheaves\_namespace, which is as close to being empty as a namespace can get. We won't include it here, but the reader should examine the file example6.cout in the same directory with example6.cc.

For each poset in the namespace, including the namespace itself, the stream insertion operator prints information about the row graph, the subposets of the row graph, and the table. We'll learn more about how to interpret all this information as we go along.

## The dump\_shf utility

The SheafSystem provides the dump\_shf utility for reading a sheaf file and dumping its contents to cout using the stream insertion operator. So if you've written a sheaf file, as we did in example 5, then we can view its contents easily.

### Example : View namespace with dump\_sheaf

>dump\_shf example5.hdf

## The SheafScope interactive file browser

The SheafScope is another SheafSystem utility. It provides an interactive, graphical browser for sheaf files.

### Example : View namespace with SheafScope

>java SheafScope example5

# Posets

## Table or part space or lattice or poset?

We've so far talked about a sheaf database being a collection of sheaf tables. In the Part Space tutorial we talked about sheaf tables as part spaces and in the Analysis and Design tutorial we revealed that a sheaf table could be thought as either a poset-ordered or lattice-ordered relation. So which is it? The answer of course, is (e) all of the above. But when it comes to naming classes, we had to pick one. The one we picked was poset. Most of the classes that implement sheaf tables are posets of some kind or another. The most commonly used type is class poset. The type that is used to represent meshes in the fiber bundles component is base\_space\_poset. The abstract base class for all poset types is poset\_state\_handle.

|  |
| --- |
| **Technology Roadmap**: Poset\_state\_handle, the abstract base class for all poset types, is as its name says, a handle. But this is a historical artifact. There is no longer any reason for it to be a handle, the state of a poset is an explicit object, and the various handle features are in fact protected so they can't be used. The poset\_state\_handle class will be renamed and refactored in a future release to eliminate the handle features. |

## Creating posets

A namespace is a factory for posets. Posets are created using the member function template new\_member\_poset<T>, where T is the type of poset to create:

T& new\_member\_poset (const string &xname,

const poset\_path &xschema\_path,

const arg\_list &xargs,

bool xauto\_access)

Creates a new poset with name xname, schema specified by xschema\_path, and table attributes initialzied by xargs.

But first, we have to have a schema if we want to create a poset. Typically, this means we have to create a schema poset before creating an object poset. We'll see how to create a schema poset shortly, but we can avoid creating a schema poset if the poset we want to create has only a single attribute. Instead, we can use a member of the primitives poset that every namespace has as a schema. We'll do that to get started.

### Poset\_path

The schema for a poset is a member of a schema poset and a member can be identified by a path. A poset path is similar to a file path, but has only two elements, a poset name and a member name. We can create a path by specifying the poset name and member name separately:

poset\_path lschema\_path("primitives", "INT");

or by specifying a complete path, like a file path:

poset\_path lschema\_path("primitives\_poset/INT");

### Arg\_list

Some types of poset can not be default constructed, so the factory method requires an argument list for the constructor. Each poset type provides a static function make\_args(...) that sets up the arg\_list. Every poset type has such a function, even if it can be default constructed. In that case, the make\_args function itself has no arguments and the arg\_list it creates is empty. This is in fact the case for the ordinary poset class we want to construct:

arg\_list largs = poset::make\_args();

The arg\_list class has a constructor that takes a string, so if you know the arg\_list is empty can also just pass an empty string for the arg\_list, but we'll do it the general way for now.

So now all we need is a name and we can construct the poset. We'll call it "simple\_poset":

poset& lposet = lns.new\_member\_poset<poset>("simple\_poset",

lschema\_path, largs, true);

## Accessing posets

Once you've created a poset and have a reference to it, you can access its features. For instance, you can find out what its id is:

cout << lposet.index().hub\_pod() << endl;

All poset types have a stream insertion operator, so once you have access to a poset, you can use the stream insertion operator to print it out:

cout << lposet << endl;

We'll do more with posets, like creating members, in the next section.

In the mean time, what if a poset already exists, how do you get a reference to it? You can get a reference to a poset by id, which is available in two variants, pod and scoped\_index:

poset\_state\_handle & member\_poset (pod\_index\_type xindex, bool xauto\_access) const

The poset\_state\_handle object referred to by the member with hub id xindex.

poset\_state\_handle & member\_poset(const scoped\_index &xindex, bool xauto\_access) const

The poset\_state\_handle object referred to by the member with index xindex.

For instance, assuming that the id of the poset we created above is 5, we can get a reference to it with:

poset\_state\_handle& lpsh1 = lns.member\_poset(5, true);

You can also access it by path. The member name part of the path can be empty or not, only the poset name will be used.

poset\_state\_handle & member\_poset (const poset\_path &xpath, bool xauto\_access) const

The poset\_state\_handle object referred to by the member with name xpath.poset\_name().

Furthermore, since poset\_path has a constructor that takes a string literal, you can specify the path as a string literal:

poset\_state\_handle& lpsh2 = lns.member\_poset("simple\_poset", true);

Poset\_state\_handle is the abstract base class for all poset types. If you know the specific type of a poset and want a reference to that type, all three of the above signatures are also available in a templated version:

P& member\_poset(pod\_index\_type xindex, bool xauto\_access) const;

The poset\_state\_handle object referred to by the member with hub id xindex dynamically cast to type P&.

invoked with bracket notation:

poset& lposet1 = lns.member\_poset<poset>("primitives", true);

## Deleteing posets

Posets live in the namespace. Once you've created one, it stays in the namespace whether you have a reference to it or not. If you want to delete a poset, use the namespace delete\_poset function, available in the same id and path signatures as member\_poset, for instance:

void delete\_poset (const poset\_path &xpath, bool xauto\_access)

Delete the poset with name xpath.poset\_name().

ties the namespace functions we've been discussing into a single example.

## Example : Creating, accessing, and deleting posets.

#include "sheaves\_namespace.h"

#include "std\_iostream.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide Example9:" << endl;

// Create a namespace.

sheaves\_namespace lns("Example9");

// We use a schema with a single integer attribute.

poset\_path lschema\_path("primitives", "INT");

// The contructor for the ordinary poset class

// doesn't need any arguments.

arg\_list largs = poset::make\_args();

// Create the poset.

poset& lposet = lns.new\_member\_poset<poset>("simple\_poset",

lschema\_path, largs, true);

// Print the poset to cout.

cout << lposet << endl;

// Write the namespace to a sheaf file.

storage\_agent lsa("example9.hdf");

lsa.write\_entire(lns);

// You can get another reference to the poset by id,

// if you know the id:

poset\_state\_handle\* lpsh1 = lns.member\_poset(6, true);

// and by path:

poset\_state\_handle\* lpsh2 = lns.member\_poset("simple\_poset", true);

// Delete the poset by path.

// Invalidates all the above references.

lns.delete\_poset(lposet.path(), true);

// Exit:

return 0;

}

When we run example9, the output is once again a bit lengthy to include here, take a look at example9.cout.

# Poset members

We created a poset in the last section, but it was empty. Well, almost empty. As we discussed in the Part Space tutorial, a sheaf table represents a part space. A part space always has a bottom member// corresponding to the empty assembly of basic parts (jims). It also has a top member, corresponding to the assembly of all the basic parts. We automatically create these two composite parts (jrms) when we create the poset. When the poset has no basic parts, the top is equivalent to the bottom as an assembly, but they are still distinct members.

## Creating join irreducible members

We can't create any interesting jrms until we have some jims, so we'll start by creating some jims. A poset has a special editing mode, called "jim\_edit\_mode", for creating jims. Jrms can be created at any time, but to create a jim you have to put the poset into jim\_edit\_mode. Jim edit mode allows you to directly edit the row graph, creating or deleting members and cover links. Once the jims poset has been defined, you can create composite parts either directly by creating the members and links or algebraicly, using the join and meet operations.

Jim edit mode is off by default, so we have enter jim edit mode to create a jim:

void begin\_jim\_edit\_mode (bool xauto\_access)

Allow editing of jims and jim covering relation.

(All the functions we will discuss in this section are member functions of class poset or its ancestors unless specifically scoped. Click the "List of all members" item in the extreme upper right of the poset class documentation web page to get a listing of all member functions, both direct and inherited.)

You create a jim with the new\_member function:

sheaf::pod\_index\_type new\_member (bool xis\_jim,

poset\_dof\_map \* xdof\_map = 0,

bool xcopy\_dof\_map = false )

Create a disconnected member with is\_jim == xis\_jim. If xdof\_map != 0, the new member uses it for dof storage, otherwise it creates an instance of array\_poset\_dof\_map. WARNING: this routine leaves a disconnected member in the poset and hence leaves the poset in an invalid state. The client must properly link the member created by this routine using new\_link in order to return the poset to a valid state.

|  |
| --- |
| **Technology Roadmap**:."Dof" is an acronym for "degree of freedom" but it means "attribute". A "dof\_map" is a tuple. Both are historical artifacts, originating in early attempts to interpret fields as relational tuples. We expect to replace the "dof" and "dof\_map" nomenclature with the more standard "attribute" and "tuple" nomenclature in some future release. |

To create a new jim, we call new\_member with xis\_jim true and let it create a tuple for the new member by accepting the default values for xdof\_map and xcopy\_dof\_map. Let's create three new jims, corresponding to the basic parts in the line segment example from the Part Space tutorial, Figure 10, which we reproduce in . Well, almost reproduce, has a top member because sheaf tables always have top and bottom members.

The code to create the jims is:

lposet.begin\_jim\_edit\_mode(true);

pod\_index\_type lv0\_pod = lposet.new\_member(true);

pod\_index\_type lv1\_pod = lposet.new\_member(true);

pod\_index\_type ls0\_pod = lposet.new\_member(true);

![](data:image/x-emf;base64,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)

Figure : Line segment example from Part Space, Figure 10.

## Ordering poset members

You define the ordering relation for the poset by explicitly creating cover links between the jims, using new\_link:

void new\_link( pod\_index\_type xgreater, pod\_index\_type xlesser)

Insert a cover link from greater to lesser (that is, xgreater covers xlesser). WARNING: this routine does not ensure that the link is a cover link, that is, it does not remove redundant or conflicting links. Improper use of this routine can produce inconsistent poset states.

Continuing with the line segment example, the segment member should cover the two vertices:

lposet.new\_link(ls0\_pod, lv0\_pod);

lposet.new\_link(ls0\_pod, lv1\_pod);

Each vertex is an atom, there is no smaller basic part than a vertex, so each vertex should have a cover link to bottom. Similarly, there is no larger part than the segment, so top should cover the segment. We can put these links in explicitly. The id of the top and bottom member are defined in the enumeration sheaf::standard\_member\_index as TOP\_INDEX and BOTTOM\_INDEX, respectively. Or, we can get the id from the top() or bottom() accessors:

lposet.new\_link(TOP\_INDEX, ls0\_pod);

lposet.new\_link(lv0\_pod, BOTTOM\_INDEX);

lposet.new\_link(lv1\_pod, lposet.bottom().index().pod());

However, we don't have to explicitly put the links to top and bottom. Remember that the cover relation graph is a directed graph, with links pointing in the "covers" direction. For a given member, the set of all outgoing links to lesser members is called the lower cover of the member and the set of all incoming links from larger members is called the upper cover. It is an invariant of a lattice that bottom is the only member with an empty lower cover and top is the only member with an empty upper cover. The end\_jim\_edit\_mode function:

void end\_jim\_edit\_mode(bool xensure\_lattice\_invariant = true, bool xauto\_access = true)

Prevent editing of jims and jim order relation.

will enforce the invariant if we request it by setting the xensure\_lattice\_invariant argument to true. In that case, it automatically links anything with an empty lower cover to bottom and links top to anything with an empty upper cover. This requires a search of the graph for empty covers, so it is more efficient in large graphs to do the linking explicitly.

When we're finished creating and linking jims, we leave jim edit mode. We'll just take the default arguments, even though we've already linked everything, it won't make any difference for a tiny graph like this one:

lposet.end\_jim\_edit\_mode();

## Accessing poset members

We've created the basic parts and ordered them, but we haven't set any of their attributes, so let's do that now.

### Member names

We've already seen that every poset member has at least one implicit attribute, it's id, automatically assigned by the system. Every member also has another implicit attribute, supported by the system but not automatically assigned: a name. Any member can be given a name, in fact any member can be given multiple names, but naming is optional. Names are assigned with the put\_member\_name function:

void put\_member\_name(pod\_index\_type xindex, const string & xname,

bool xunique, bool xauto\_access = false )

Make xname a name for the member with hub id xindex; if xunique, make xname the only name.

We'll give all our basic parts the obvious names:

lposet.put\_member\_name(lv0\_pod, "v0", true);

lposet.put\_member\_name(lv1\_pod, "v1", true);

lposet.put\_member\_name(ls0\_pod, "s0", true);

We can retrieve a name with the member\_name function:

string member\_name(pod\_index\_type xindex, bool xauto\_access = false)

A name for the member with hub id xindex.

For instance:

cout << lposet.member\_name(lv0\_pod);

Members can have more the one name. The reader is encouraged to review the other member name functions in the reference documentation for poset\_state\_handle.

### Schema

The explicit attributes of a member are whatever is defined by the schema for the poset. The schema for a poset is a member of a schema poset. A handle for the schema member is available from the poset:

const schema\_poset\_member& schema () const

The schema for this poset (const version).

We'll learn more about member handles shortly. In the meantime, we'll just introduce a few features we need.

Mathematically, each attribute is a component of a tuple and components are traditionally accessed by component id. There is an id space defined for the attributes specified by each schema member. In fact, since the table is partitioned into a row part and a table part for storage efficiency, each schema member defines two id spaces, one for the row attributes and one for the table attributes. We can get either id space from the schema using the dof\_id\_space accessor function:

const index\_space\_handle&

schema\_poset\_member::dof\_id\_space(bool xis\_table\_dofs) const

The table dof (xis\_table\_dof true) or row dof id space for the schema defined by this.

For instance, the row atttribute id space for our example is:

const index\_space\_handle& latt\_id\_space = poset.schema().dof\_id\_space(false);

Now, because we took a short cut defining the schema, we don't have all the attributes of the original example in the Part Space tutorial. All we have is a single integer attribute called "INT". Since we know that the schema has only a single row attribute, it has to be the first id in the id space, so we can get its id with:

pod\_index\_type latt\_pod = lposet.schema().dof\_id\_space(false).begin();

We can also create a scoped id for an attribute:

scoped\_index latt\_id(lposet.schema().dof\_id\_space(false), latt\_pod);

### Member tuple

The attributes are components in the relation tuple of the member, so to access an attribute we need a reference to the tuple or "dof\_map", which we can get with:

poset\_dof\_map&

member\_dof\_map(pod\_index\_type xmbr\_index, bool xrequire\_write\_access)

The dof map associated with the member identified by xmbr\_index (mutable version).

We can get the attribute tuple for the first vertex for instance:

poset\_dof\_map& ltuple = lposet.member\_dof\_map(lv0\_pod, true);

### Member attributes

Once we have the tuple, we can get an attribute value with the dof accessor function:

primitive\_value poset\_dof\_map::dof(pod\_index\_type xdof\_id) const

The dof with name xname.

and set an attribute value with the put\_dof mutator function:

void poset\_dof\_map::put\_dof(pod\_index\_type xdof\_id, const primitive\_value& xdof)

Sets the dof with name xname to xdof.

The accessor and mutator functions are each available in 3 signatures corresponding to specifying the attribute by pod id, scoped id, or name.

### Primitive\_value

The attribute value returned by the accessor functions and accepted by the mutator functions is of type primitive\_value, which is essentially a wrapper for any primitive type. It allows a single signature for each function to support any attribute type. Primitive\_value is essentially a union that can store any primitive plus some type information. It also has conversion operators to and from every primitive type that make it easy to put a primitive value in to a primitive\_value and get it back again.

You can put a value into a primitive\_value with either a constructor or an assignment:

primitive\_value lpval(int(0));

lpval = float(1);

and get it back again with an assignment:

float lf = lpval;

You can find out what type of value a primitive\_value is currently holding with the id function by testing it against the id() member of the primitive\_traits template for the appropriate type:

if(lpval.id() == primitive\_traits<float>.id())

{

float lf = lpval;

}

### Setting an attribute

Setting the attribute for the vertex v0 takes three steps: get the tuple, put the attribute in a primitive\_value wrapper, put the attribute in the tuple.

poset\_dof\_map ltuple = lposet.member\_dof\_map(lv0\_pod, true);

primitive\_value lpv(int(0));

ltuple.put\_dof(latt\_pod, lpv);

These three steps have to be done, but they don't have to be done explicitly. Implicit conversions actually make it much simpler:

lposet.member\_dof\_map(lv1\_pod, true).put\_dof(latt\_pod, int(0));

lposet.member\_dof\_map(ls0\_pod, true).put\_dof(latt\_pod, int(1));

We can also set an attribute value using either the scoped id signature:

lposet.member\_dof\_map(lv0\_pod, true).put\_dof(latt\_id, int(0));

or the name signature:

lposet.member\_dof\_map(lv0\_pod, true).put\_dof("INT", int(0));

In practice, you use whichever signature is most convenient.

### Getting an attribute

The implicit conversions work when getting an attribute value as well:

int ldim = lposet.member\_dof\_map(lv0\_pod, false).dof(latt\_pod);

As with the mutator, the accessor works with scoped id or name:

int ldim = lposet.member\_dof\_map(lv0\_pod, false).dof(latt\_id);

int ldim = lposet.member\_dof\_map(lv0\_pod, //false).dof("INT");

## Creating join reducible members

We can create jrms and link them up at any time, whether we're in jim\_edit\_mode or not. We'll finish the poset corresponding to To create a jrm, just set the xis\_jim argument to false in new\_member.

poset\_index\_type lc0\_pod = lposet.new\_member(false);

lposet.put\_member\_name(lc0\_pod, "c0", true);

Then link it up:

lposet.new\_link(ls0\_pod, lc0\_pod);

lposet.new\_link(lc0\_pod, lv0\_pod);

lposet.new\_link(lc0\_pod, lv1\_pod);

But we can't stop here. We have to make sure the cover relation is indeed a cover relation. The segment no longer covers the two vertices, so we have to remove those links using delete\_link:

void delete\_link (pod\_index\_type xgreater, pod\_index\_type xlesser)

Delete the cover link between xgreater and xlesser.

which is pretty straight forward:

lposet.delete\_link(ls0\_pod, lv0\_pod);

lposet.delete\_link(ls0\_pod, lv1\_pod);

Remember, when you're editing the graph, it's your job to get it right! In particular, it's your job to make sure there are no transitive links (links equivalent to a path) like the two we just removed. An invalid graph can produce subtle errors that are difficult to track down. We'll see shortly that in many cases, you can create and link up a jrm in a single step using the join operation. In that case, the system does all the graph editing and makes sure the graph is valid.

## Creating join equivalent members

What if we create another jrm, let's call it c1, and link it between s0 and c0:

pod\_index\_type lc1\_pod = lposet.new\_member(false);

lposet.delete\_link(ls0\_pod, lc0\_pod);

lposet.new\_link(ls0\_pod, lc1\_pod);

lposet.new\_link(lc1\_pod, lc0\_pod);

The result is shown in , but what does it mean? Is it even legal, since c1 has only a single member in its lower cover, doesn't it have to be a jim?
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Figure : A join equivalent member.

Well, to answer the first question, let's think about part space. A jrm is a composite part in the part space metaphor and a composite part is an assembly of basic parts. More specifically, it is the assembly of the basic parts in its down set, the set of all parts below it in the graph. Pretty clearly, the set of basic parts in the down set of our new jrm is exactly the same as the set of basic parts in the down set of c0. So our new jrm is a distinct member, but as an assembly it is identical to c0. In other words, the new jrm is a copy of c0. We say that c1 is join equivalent to c0 and call it a join equivalent member or "jem", pronounced like "gem".

Now for the second question: is it legal? The short answer is yes, but why this is true takes a little bit of explanation. The interested reader can find the full answer in . For those not interested in the mathematical details, feel free to copy members whenever you please, as many times as you please. In fact, in section we'll see some functions that make it easy to make copies.

## Deleting poset members

Deleting a member is the inverse of creating it. You have to unlink it, delete it, and relink the remaining members appropriately. We've already seen how to delete links. To delete a member, use the delete\_member function:

virtual void delete\_member (pod\_index\_type xindex)

Delete the member with index xindex. Warning: this routine does not delete links; it will leave any links to this member dangling.

So let's delete the jem we just created:

lposet.delete\_link(lc1\_pod, lc0\_pod);

lposet.delete\_link(ls0\_pod, lc1\_pod);

lposet.new\_link(ls0\_pod, lc0\_pod);

lposet.delete\_member(lc1\_pod);

## Example : Reading a sheaf file; manipulating poset members with the poset interface

We've covered the basics of creating, linking, accessing, and deleting poset members using the poset interface. Let's collect everything we've covered together into a single example. We'll learn to read a poset from a file as well.

#include "sheaves\_namespace.h"

#include "poset.h"

#include "poset\_dof\_map.h"

#include "std\_iostream.h"

#include "storage\_agent.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide Example10:" << endl;

// Create a namespace.

sheaves\_namespace lns("Example10");

// Populate the namespace from the file we wrote in example9.

// Retrieves the simple\_poset example.

storage\_agent lsa("example9.hdf", sheaf\_file::READ\_ONLY);

lsa.read\_entire(lns);

// Get a reference to the poset "simple\_poset".

poset\_path lpath("simple\_poset");

poset& lposet = lns.member\_poset<poset>(lpath, true);

// Allow creation of jims.

lposet.begin\_jim\_edit\_mode(true);

// Create jims for the two vertices and the segment.

pod\_index\_type lv0\_pod = lposet.new\_member(true);

pod\_index\_type lv1\_pod = lposet.new\_member(true);

pod\_index\_type ls0\_pod = lposet.new\_member(true);

// Make the segment cover the vertices.

lposet.new\_link(ls0\_pod, lv0\_pod);

lposet.new\_link(ls0\_pod, lv1\_pod);

// Top covers the segment.

lposet.new\_link(TOP\_INDEX, ls0\_pod);

// The vertices cover bottom.

lposet.new\_link(lv0\_pod, BOTTOM\_INDEX);

lposet.new\_link(lv1\_pod, lposet.bottom().index().pod());

// We're finished creating and linking jims.

lposet.end\_jim\_edit\_mode();

// Give each jim a name..

lposet.put\_member\_name(lv0\_pod, "v0", true);

lposet.put\_member\_name(lv1\_pod, "v1", true);

lposet.put\_member\_name(ls0\_pod, "s0", true);

// Print the names to cout.

cout << lposet.member\_name(lv0\_pod) << endl;

cout << lposet.member\_name(lv1\_pod) << endl;

cout << lposet.member\_name(ls0\_pod) << endl;

// Get the row attribute id space and pod and

// scoped ids for the only attribute.

const index\_space\_handle& latt\_id\_space = lposet.schema().dof\_id\_space(false);

pod\_index\_type latt\_pod = lposet.schema().dof\_id\_space(false).begin();

scoped\_index latt\_id(lposet.schema().dof\_id\_space(false), latt\_pod);

// Get the attribute tuple for vertex 0.

poset\_dof\_map& ltuple = lposet.member\_dof\_map(lv0\_pod, true);

// Set the only attribute of v0 to its dimension, 0.

// Do the first one explicitly, without any automatic conversion.

primitive\_value lpv(int(0));

ltuple.put\_dof(latt\_pod, lpv);

// Set attributes for v1 and s0 relying on conversions.

lposet.member\_dof\_map(lv1\_pod, true).put\_dof(latt\_pod, int(0));

lposet.member\_dof\_map(ls0\_pod, true).put\_dof(latt\_pod, int(1));

// Get attributes back and write them to cout.

int lv0\_dim = lposet.member\_dof\_map(lv0\_pod, false).dof(latt\_pod);

int lv1\_dim = lposet.member\_dof\_map(lv1\_pod, false).dof(latt\_pod);

int ls0\_dim = lposet.member\_dof\_map(ls0\_pod, false).dof(latt\_pod);

cout << "v0 dim= " << lv0\_dim;

cout << " v1 dim= " << lv1\_dim;

cout << " s0 dim= " << ls0\_dim;

cout << endl;

// Create a jrm named c0.

pod\_index\_type lc0\_pod = lposet.new\_member(false);

lposet.put\_member\_name(lc0\_pod, "c0", true);

// Link it up:

lposet.new\_link(ls0\_pod, lc0\_pod);

lposet.new\_link(lc0\_pod, lv0\_pod);

lposet.new\_link(lc0\_pod, lv1\_pod);

// Delete the now obsolete links from s0 to the vertices.

lposet.delete\_link(ls0\_pod, lv0\_pod);

lposet.delete\_link(ls0\_pod, lv1\_pod);

// Create a jem; a copy of c0, call c1.

pod\_index\_type lc1\_pod = lposet.new\_member(false);

lposet.put\_member\_name(lc1\_pod, "c1", true);

lposet.delete\_link(ls0\_pod, lc0\_pod);

lposet.new\_link(ls0\_pod, lc1\_pod);

lposet.new\_link(lc1\_pod, lc0\_pod);

// Output the finished poset to cout:

cout << lposet << endl;

// Delete c1.

lposet.delete\_link(lc1\_pod, lc0\_pod);

lposet.delete\_link(ls0\_pod, lc1\_pod);

lposet.new\_link(ls0\_pod, lc0\_pod);

lposet.delete\_member(lc1\_pod);

// Exit:

return 0;

}

Make sure to run example9 before example10 and in the same directory so that example10 can find the file example9.hdf. The output from example10 is in the file example10.cout

# Poset member handles

The poset member class hierarchy provides an alternate interface for manipulating poset members. Abstract\_poset\_member is the abstract base class for the hierarchy, with immediate descendants partial\_poset\_member and total\_poset\_member. The partial/total adjective refers to whether the interface supports restriction of a member to only part of its schema; partial\_poset\_member does and total\_poset\_member doesn't. Partial\_poset\_member is the base class for the various types of sections in the section\_spaces cluster of the fiber\_bundles component, for which restriction is an important operation. Total\_poset\_member is the type of member for ordinary posets and is the base class for the various algebraic type in the fiber\_spaces cluster in fiber\_bundles, for which restriction doesn't really make much sense.

The most prominent feature of abstract\_poset\_member and its descendants it that they are handles. We've already seen index space handles. Poset member handles are similar in concept but are used somewhat differently. First, poset member handle are not stored in pools managed by the system; the client directly creates and destroys them. The default constructor creates an unattached handle (all the following functions are direct or inherited members of total\_poset\_member):

total\_poset\_member()

Default constructor; creates a new, unattached total\_poset\_member handle.

Once created, you can "attach" a handle to a state:

void attach\_to\_state(const poset\_state\_handle \* xhost, pod\_index\_type xindex)

Attach this handle to the state with index xindex in the current version of host xhost.

The attach\_to\_state function is available in several signatures for specifying the member to attach to by pod id, scoped id, name and some other variations, see the reference documentation.

You can combine the construction and attachment into a single step, also available in several signatures, for instance:

total\_poset\_member(const poset\_state\_handle \* xhost, pod\_index\_type xindex)

Creates a new total\_poset\_member handle attached to the member state with index xindex in xhost.

You detach a handle, so it is unattached again.

void poset\_component::detach\_from\_state()

Detach this handle from its state, if any.

You can create a handle and a new jim state in a single step:

total\_poset\_member(poset\_state\_handle\* xhost, poset\_dof\_map\* xdof\_map=0, bool

xcopy\_dof\_map=false, bool xauto\_access=true)

Creates a new jim (join-irreducible member) attached to a new member state in xhost.

You can use an existing handle to create a new state, as usual with several signatures, for instance:

void new\_jim\_state(poset\_state\_handle\* xhost, poset\_dof\_map\* xdof\_map = 0,

bool xcopy\_dof\_map = false, bool xauto\_access = true )

Creates a new jim (join-irreducible member) state in xhost and attaches this to it.

The poset member classes provides most of the operations we've already seen in the poset interface. For instance:

void create\_cover\_link(abstract\_poset\_member\* xlesser)

Insert a link from this to lesser; make lesser <= this.

and

void delete\_cover\_link(abstract\_poset\_member\* lesser)

Delete the link from this to lesser; make lesser incomparable to this.

In addition, the poset member classes provde several operations not available (yet) in the poset interface. In particular, it provides the lattice algebra operations, join and meet:

total\_poset\_member\* total\_poset\_member::l\_join(abstract\_poset\_member\* other,

bool xnew\_jem = true)

Lattice join of this with other, auto-allocated version. The lattice join is the least upper bound in the lattice generated by the jims in the poset.

total\_poset\_member\* sheaf::total\_poset\_member::l\_meet(abstract\_poset\_member\* other,

bool xnew\_jem = true)

Lattice meet of this with other, auto-allocated version. The lattice meet is the greatest lower bound in the lattice generated by the jims in the poset.

## Example : Manipulating poset member with the poset\_member interface.

We provide examples of the poset member handle interface by redoing using the poset member interface instead of the poset interface.

#include "sheaves\_namespace.h"

#include "poset.h"

#include "poset\_dof\_map.h"

#include "std\_iostream.h"

#include "storage\_agent.h"

#include "total\_poset\_member.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide Example11:" << endl;

// Create a namespace.

sheaves\_namespace lns("Example11");

// Populate the namespace from the file we wrote in example9.

// Retrieves the simple\_poset example.

storage\_agent lsa("example9.hdf", sheaf\_file::READ\_ONLY);

lsa.read\_entire(lns);

// Get a reference to the poset "simple\_poset".

poset\_path lpath("simple\_poset");

poset& lposet = lns.member\_poset<poset>(lpath, true);

// Create an unattached handle.

total\_poset\_member lmbr;

cout << "lmbr is\_attached() = " << boolalpha << lmbr.is\_attached();

cout << endl;

// Attach it to the top member of our poset.

lmbr.attach\_to\_state(&lposet, TOP\_INDEX);

cout << "lmbr attached to " << lmbr.name() << endl;

// Reattach it to the bottom member.

lmbr.attach\_to\_state(&lposet, BOTTOM\_INDEX);

cout << "lmbr attached to " << lmbr.name() << endl;

// Unattach it.

lmbr.detach\_from\_state();

cout << "lmbr is\_attached() = " << lmbr.is\_attached() << endl;

// Allow creation of jims.

lposet.begin\_jim\_edit\_mode(true);

// Create jims for the two vertices and the segment.

total\_poset\_member lv0(&lposet);

total\_poset\_member lv1(&lposet);

total\_poset\_member ls0(&lposet);

// Make the segment cover the vertices.

ls0.create\_cover\_link(&lv0);

ls0.create\_cover\_link(&lv1);

// Top covers the segment.

lposet.top().create\_cover\_link(&ls0);

// The vertices cover bottom.

lv0.create\_cover\_link(&lposet.bottom());

lv1.create\_cover\_link(&lposet.bottom());

// We're finished creating and linking jims.

lposet.end\_jim\_edit\_mode();

// Give each jim a name..

lv0.put\_name("v0", true, true);

lv1.put\_name("v1", true, true);

ls0.put\_name("s0", true, true);

// Print the names to cout.

cout << lv0.name() << endl;

cout << lv1.name() << endl;

cout << ls0.name() << endl;

// Get the row attribute id space and pod and scoped ids

// for the only attribute.

const index\_space\_handle& latt\_id\_space = lposet.schema().dof\_id\_space(false);

pod\_index\_type latt\_pod = lposet.schema().dof\_id\_space(false).begin();

scoped\_index latt\_id(lposet.schema().dof\_id\_space(false), latt\_pod);

// Set attributes for v0, v1, and s0 relying on conversions.

lv0.dof\_map(true).put\_dof(latt\_pod, int(0));

lv1.dof\_map(true).put\_dof(latt\_pod, int(0));

ls0.dof\_map(true).put\_dof(latt\_pod, int(1));

// Get attributes back and write them to cout.

int lv0\_dim = lv0.dof\_map(false).dof(latt\_pod);

int lv1\_dim = lv1.dof\_map(false).dof(latt\_pod);

int ls0\_dim = ls0.dof\_map(false).dof(latt\_pod);

cout << "v0 dim= " << lv0\_dim;

cout << " v1 dim= " << lv1\_dim;

cout << " s0 dim= " << ls0\_dim;

cout << endl;

// Create a jrm named c0.

// C0 is the join of v0 and v1, so we can create it

// and link it up in a single step using the join operator.

total\_poset\_member\* lc0 = lv0.l\_join(&lv1, false);

lc0->put\_name("c0", true, true);

// Create a jem; a copy of c0, Call it c1.

total\_poset\_member lc1(\*lc0, true);

lc1.put\_name("c1", true, true);

// Output the finished poset to cout:

cout << lposet << endl;

// Delete c1.

lc1.delete\_state(true);

cout << "c1 is\_attached() = " << boolalpha << lc1.is\_attached();

cout << endl;

// Clean up.

lv0.detach\_from\_state();

lv1.detach\_from\_state();

ls0.detach\_from\_state();

lc0->detach\_from\_state();

// Exit:

return 0;

}

# Traversing the graph

## Cover id spaces and iterators

## Depth first traversal

# Schema posets

1. Concurrency control examples

The access control mechanism is a work in progress. The control mechanism itself is complete and is implemented both for multiple threads using pthreads and for single threads. When the library is compiled with threads enabled and a client requests read access and another client already has write access, or vice versa, the request blocks until the other client releases the conflicting access. When the library is compiled with threads disabled, requests do not block, they return immediately. The library is currently delivered with threads disabled because the use of threads and concurrency in the library is only partially implemented and not tested. The access control mechanism is disabled by default but can be enabled by the programmer. These examples demonstrate use of the manual and auto-access mechanisms.

* 1. Example A1: manual access control

#include "sheaves\_namespace.h"

#include "std\_iostream.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide ExampleA1:" << endl;

// Enable concurrency control; must be called

// before any other library call.

read\_write\_monitor::enable\_access\_control();

// Create a standard sheaves namespace.

sheaves\_namespace\* lns = new sheaves\_namespace("ExampleA1");

// Write its name to cout.

// Requires read access to the namespace.

// Be polite, request access.

// If threads are enabled and another thread has

// read-write access, execution will block until it

// releases access. Otherwise, the request will succeed

// immediately.

// You can nest requests as deep as you want, or at least

// until the integer depth counter overflows.

cout << "request depth " << lns->access\_request\_depth() << endl;

lns->get\_read\_access();

cout << "request depth " << lns->access\_request\_depth() << endl;

lns->get\_read\_access();

cout << "request depth " << lns->access\_request\_depth() << endl;

// Invoke the operation.

cout << lns->name() << endl;

// Be proper, release access so this thread

// or another can get write access.

// Have to match every request with a release.

cout << "request depth " << lns->access\_request\_depth() << endl;

lns->release\_access();

cout << "request depth " << lns->access\_request\_depth() << endl;

lns->release\_access();

cout << "request depth " << lns->access\_request\_depth() << endl;

// Delete the namespace, requires read-write access.

// Be polite, request access. If threads are enabled

// and another thread has either read or read-write

// access, execution will block until it releases access.

// Otherwise, the request will succeed immediately.

// This client must not already have read-only access,

// see precondition for details.

lns->get\_read\_write\_access(false);

// Invoke the operation.

delete lns;

// Deletion is the only case where the client

// can not be proper and release access.

// Create another namespace.

lns = new sheaves\_namespace("Example3B");

// Invoking a function that requires access

// without first getting access violates the

// precondition of the function.

// The following will throw an exception and abort.

cout << lns->name() << endl;

return 0;

}

If you compile and run example A1, the output is:

SheafSystemProgrammersGuide ExampleA1:

request depth 0

request depth 1

request depth 2

Example3A

request depth 2

request depth 1

request depth 0

terminate called after throwing an instance of 'std::logic\_error'

what(): 'is\_external() ? name\_space()->state\_is\_read\_accessible() : state\_is\_read\_accessible()' in file poset\_state\_handle.cc at line 1178

Abort

* 1. Example A2: auto-access control

#include "sheaves\_namespace.h"

#include "std\_iostream.h"

using namespace sheaf;

int main( int argc, char\* argv[])

{

cout << "SheafSystemProgrammersGuide ExampleA2:" << endl;

// Enable concurrency control; must be called

// before any other library call.

read\_write\_monitor::enable\_access\_control();

// Create a standard sheaves namespace.

sheaves\_namespace\* lns = new sheaves\_namespace("ExampleA2");

// Write its name to cout.

// Requires read access to the namespace.

// Invoke the auto-access version of the operation with

// auto-access set to true.

// Operation will request and release access as needed.

cout << lns->name(true) << endl;

return 0;

}

If you compile and run example A2, the output is:

SheafSystemProgrammersGuide ExampleA2:

ExampleA2

1. Join equivalent members and lexicographic ordering

Is is legal to have a jrm with a single member in its lower cover? The answer is no, in an ordinary finite distributive lattice as defined in the text books, but yes, in a SheafSystem lattice. In the mathematical view, the lattice is fully instantiated, the order relation fully enumerated, and a member is a jim if and only if it has a single member in its lower cover. So c1 couldn't be a jrm. In this view, the join operator is a query that finds the member which is the least upper bound of the joinands. The Birkhoff representation theorem is a consequence of the order releation and it, in turn, implies two additional facts. First, for lattice members p and p', the set of jims in the downset of p is included in the set of jims of p' if and only if p  p'. Second, the jims in the downset of a join is the union of the jims of the joinands.

But on the computer, we can't afford the memory to fully instantiate all the members of the lattice and enumerate the order relation. So the SheafSystem reverses the mathematical argument. We initially instantiate only the poset of join irreducible members and the covering relationships between them. That is, a member is a jim because we specify that it is when we create it, not because of some property of the cover or order relation. The join operator isn't a query, it's a constructor that creates a jrm and places it in the cover relation so that the set of jims in its down set is the union of the jims of the joinands. The Birkhoff representation theorem is satisfied by construction and the order relation is derived form it: p  p' if and only if the set of jims in the down set of p is included in the jims of p'.

But what if we join the same set of joinands twice? We can interpret the second operation in two ways. Either the join operator finds the existing join and returns it as the result, or it constructs a second member, with the same jims in its downset as the first join. The SheafSystem supports both approaches, but in the latter case, where should the second join be placed in the order relation? The set of jims of the second join is equal to the set of jims of the first, so the order relation says they are equal, but they are not the same object. The SheafSystem breaks the tie by extending its definition of the order relation to what is called a lexicographical order. A lexicographical order is a generalization of ordinary dictionary order. To place words in order, first we sort on the first letter. If two words have the same first letter, we sort on the second letter, and so on. The SheafSystem uses a lexicographical order in which the first letter is the set of jims in the down set and the second letter is the order of creation. So when we construct the second join, it has the same set of jims but it was constructed after the first join, so it is greater than the first join. The second join is thus linked immediately above the first join. A third copy would be linked above the second copy, and so on.